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# Step 1: Create asset-method relationship

## Overview

* This section shows how to set up the most basic element of the knowledge base, the asset-method relationship.
* Purpose: the system will know which methods (or actions) belongs to an asset, and what is the possible options of that methods upon that asset. In object oriented term, it means what Methods an Object has, and what are the parameters.
* Variations: methods with 2 parameters and 1 parameter.
  + 2 parameters: i.e., move STH from A to B, or change STH from X to Y. This kind of method is natively supported in the system.
  + 1 parameter: i.e., submit a report to Dr R, make a sandwich for Ms Q. In those cases, the method does not really need a precondition, in other word the precondition is always be true. In order to implement those methods in the system, try to make them become a 2 parameter methods by create a fake parameter 1. For instance:
    - A method of “Add Bill blood to sample tube” does not really require any world-state precondition. “Blood tube contains none blood” is a “*always true”* parameter 1, could be used to make the method become 2-parameter method.
    - Identify the terms:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  | *(Fake)* | *(Fake)* |
| **Statement** | Add | Bill blood | to | sample tube |  |  |
| **Knowledge base role** | Method | parameter 2 | Predicate | Asset |  |  |
| **Adding fake parameter** | Add | Bill blood | to | sample tube | contains | none |
| **Knowledge base role** | Method | parameter 2 | Predicate 2 | Asset | Predicate 1 | parameter 1 |

* + - From the table, “contains none” is an “always true” parameter which the knowledge base designer implicitly adds to make the 1 parameter statement to become a 2 parameter.

## Outcome

* BE ABLE TO let the user select a method from available methods of an asset, then select the expected parameter for that method.
* NOT BE ABLE TO check the pre and postcondition, the system may show an error after submit the parameter. To troubleshoot this issue, see [Step 2: Create precondition and postcondition](#h.xdnp7wtz7lc)
* NOT BE ABLE TO show the current state of the asset, the system may show an empty box in “Current state of Asset”. To troubleshoot this issue, see [Step 3: Create initial state for an asset](#h.mh7dcq7rzf33) and [Step 4: Create the current world state for an asset](#h.tigrw3nfp13c)

## 

## 

## Scenario

For ease of understanding this step, a scenario will be fully described as following: System simulates a case of moving a patient from Emergency Room to Examination Room in a hospital virtual environment.

|  |  |
| --- | --- |
|  |  |

From the scenario description, explicit data can be extracted are:

* Asset: Patient
* Method: Move\_bed
* Initial location: Emergency Room
* Destination location: Examination Room

And some implicit data which need to be put into account:

* All locations, such as Examination Room, Emergency Room, Intensive Care Room, are put in a domain, named Bed\_Locations.
* Identifier: Two parameters for the method are the place where the bed is and where it need to be moved to. They are [Bed\_From] and [Bed\_To]. It can be imagined by Move\_Bed(Bed\_From, Bed\_To).
* Predicate: Describe the relationship between asset and domain. In this case, [Patient] is [AT] a certain [Bed\_Location], so a predicate name [Bed\_At] is quite appropriate predicate.

From the ablow analysis, the following data need to be generated in database:

|  |  |  |  |
| --- | --- | --- | --- |
| **Step** | **Insert** | **Into table** | **Examples** |
| 1 | asset name | asset | [Patient] |
| 2 | method name | activity\_methods | [Move\_Bed] |
| 3 | asset name, method name | asset\_methods | [Patient, Move\_Bed] |
| 4 | domain name | domain | [Bed\_Locations] |
| 5 | domain name, domain value | domain\_values | [Bed\_Locations, Emerg\_Room]  [Bed\_Locations, Exami\_Room] |
| 6 | domain name, identifier | variables | [Bed\_Locations, Bed\_From]  [Bed\_Locations, Bed\_To] |
| 7 | method name, variable | method\_parameters | [Move\_Bed, Bed\_From]  [Move\_Bed, Bed\_To] |
| 8 | predicate | predicate\_labels | [Bed\_At] |
| 9 | predicate, variable | predicate\_paramenters | [Bed\_At, Bed\_From]  [Bed\_At, Bed\_To] |

## 

# Step 2: Create precondition and postcondition for a method

## Overview

* This section shows how to set up precondition and postcondition for the knowledge base.
* Purpose:
  + Precondition describes what will be checked before the method execution, to make sure the world-state is fulfill the method.
  + Postcondition describes how the world-state need be modified after the effect of the method execution.

## Outcome

* BE ABLE TO check whether the method is executable upon the current world state.
* BE ABLE TO let the Simulator know what need to be modified in the knowledge base.

## Scenario

Take “Move\_Bed” as a scenario since it’s common and simple. If Bed need to be moved from position A to B, precondition of it is “Bed\_At A”, and postcondition is “NOT Bed\_At A” and “Bed\_At B”.

Hint: 0 (ZERO) and 1 (ONE) are used to describe “False” and “True” in postcondition table.

From the ablow analysis, the following data need to be generated in database:

|  |  |  |  |
| --- | --- | --- | --- |
| **Step** | **Insert** | **Into table** | **Examples** |
| 1 to 9 | *(continued from the previous scenario)* | *(continued from the previous scenario)* | *(continued from the previous scenario)* |
| 10 | method\_name,  predicate,  variable | method\_preconditions | [Move\_Bed, Bed\_At, Bed\_From] |
| 11 | method\_name,  predicate,  variable,  state | method\_post\_condition | [Move\_Bed, Bed\_At, Bed\_From, 0]  [Move\_Bed, Bed\_At, Bed\_To, 1] |
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# Step 3: Create initial state and world state for an asset

## Overview

* This section shows how to tell the simulator know what state an asset supposed to be when the simulation start, and the current state of an asset.
* Purpose:
  + The simulator use initial state to force the virtual world change all asset states to the original state.
  + On the other hand, the world state tell the simulator the current state of all assets, which used for the precondition validation.

## Outcome

* BE ABLE TO let every assets return to initial state, prepare for the simulation.
* BE ABLE TO let the Simulator check the precondition.

## Scenario

Keep the same scenario, “Move\_Bed”, as the other step for consecutive connection. At the beginning of the simulation, the Bed need to be located at “Emerg\_Room”, and the world state also let the simulation know it is at “Emerg\_Room”.

Hint: world\_states is NOT in the same database as the knowledge base, it is in veis\_world\_states database.

From the ablow analysis, the following data need to be generated in database:

|  |  |  |  |
| --- | --- | --- | --- |
| **Step** | **Insert** | **Into table** | **Examples** |
| 1 to 11 | *(continued from the previous scenario)* | *(continued from the previous scenario)* | *(continued from the previous scenario)* |
| 12 | asset\_name,  predicate,  variable\_name,  value | asset\_initial\_state | [Patient, Bed\_At, Bed\_From, Emerg\_Room] |
| 13 | asset\_name,  predicate\_label,  value | veis\_world\_states.world\_states | [Patient, Bed\_At, Emerg\_Room] |

Optional: Setup MOVABLE object: modify table method\_service\_calls
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# Appendix 1: Problem Troubleshooting

## Problem 1

System show both parameters in the case it just need to show the second one.

|  |  |
| --- | --- |
| **How it looks like** | **How it supposed to be** |
|  |  |

Solution 1: Check and fix the precondition in precondition table.

Solution 2: Check and fix the current state in world state table.

## Problem 2

Cannot proceed because [Something] is not [Something]
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Solution: Check and fix precondition table

## Problem 3

Duplicate states appeared

![](data:image/png;base64,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)

Solution 1: Check and fix method\_precondition table, may be one method has a duplicated precondition.

Solution 2: If method\_precondition is alright, it maybe because another method / asset used the same predicate. I.E. Move\_Bed and Move\_Truck, instead of having “At” as a shared predicate, they need to have two different predicate as “Bed\_At” and “Truck\_At”.

# Appendix 2: Trauma center knowledge base implemetation

This appendix shows some cases set up the Trauma center scene.

Case 1: Move bed

|  |  |  |  |
| --- | --- | --- | --- |
| **Step** | **Insert** | **Into table** | **Examples** |
| 1 | asset name | asset | [Patient] |
| 2 | method name | activity\_methods | [Move Bed] |
| 3 | asset name, method name | asset\_methods | [Patient, Move bed] |
| 4 | domain name | domain | [bed\_locations] |
| 5 | domain name, domain value | domain\_values | [bed\_locations, EmergencyR]  [bed\_locations, ExaminationR]  [bed\_locations, IntensiveCare]  [bed\_locations, RadiologyR] |
| 6 | domain name, identifier | variables | [bed\_locations, Bed from]  [bed\_locations, Bed To] |
| 7 | method name, variable | method\_parameters | [Move bed, Bed from]  [Move bed, Bed to] |
| 8 | predicate | predicate\_labels | [Bed\_at] |
| 9 | predicate, variable | predicate\_paramenters | [Bed\_at, Bed from  [Bed\_at, Bed to] |
| 10 | method\_name,  predicate,  variable | method\_preconditions | [Move bed, Bed\_at, Bed from] |
| 11 | method\_name,  predicate,  variable,  state | method\_post\_condition | [Move bed, Bed\_at, Bed from, 0]  [Move bed, Bed\_at, Bed to, 1] |
| 12 | asset\_name,  predicate,  variable\_name,  value | asset\_initial\_state | [Patient, Bed\_at, Bed From, EmergencyR] |
| 13 | asset\_name,  predicate\_label,  value | veis\_world\_states.world\_states | [Patient, Bed\_At, EmergencyR] |

Case 5: Do report the examination report to nurse. Note that it is a 1 parameter method, which requires a fake parameter is “reportee from: none”

|  |  |  |  |
| --- | --- | --- | --- |
| **Step** | **Insert** | **Into table** | **Examples** |
| 1 | asset name | asset | [ExamReport] |
| 2 | method name | activity\_methods | [Add\_Report] |
| 3 | asset name, method name | asset\_methods | [ExamReport, Add\_Report] |
| 4 | domain name | domain | [Actor] |
| 5 | domain name, domain value | domain\_values | [Actor, None]  [Actor, Doctor]  [Actor, Nurse] |
| 6 | domain name, identifier | variables | [Actor, Reportee from]  [Actor, Reportee to] |
| 7 | method name, variable | method\_parameters | [Add\_Report, Reportee from]  [Add\_Report, Reportee to] |
| 8 | predicate | predicate\_labels | [Report\_To] |
| 9 | predicate, variable | predicate\_paramenters | [Report\_To, Reportee from]  [Report\_To, Reportee to] |
| 10 | method\_name,  predicate,  variable | method\_preconditions | [Add\_Report, Report\_To, Reportee from] |
| 11 | method\_name,  predicate,  variable,  state | method\_post\_condition | [Add\_Report, Report\_To, Reportee from, 0]  [Move bed, Report\_To, Reportee to, 1] |
| 12 | asset\_name,  predicate,  variable\_name,  value | asset\_initial\_state | [ExamReport, Report\_To, Reportee from, None] |
| 13 | asset\_name,  predicate\_label,  value | veis\_world\_states.world\_states | [ExamReport, Report\_To, None] |

## 

## 

Case 7: Make a pathology request for patient Bill. Note that it is a 1 parameter method, which requires a fake parameter is “Make rof: none”

|  |  |  |  |
| --- | --- | --- | --- |
| **Step** | **Insert** | **Into table** | **Examples** |
| 1 | asset name | asset | [Request\_Pathology] |
| 2 | method name | activity\_methods | [Make\_Request] |
| 3 | asset name, method name | asset\_methods | [Request\_Pathology, Make\_Request] |
| 4 | domain name | domain | [Patient\_list] |
| 5 | domain name, domain value | domain\_values | [Patient\_list, None]  [Patient\_list, Bill Gate]  [Patient\_list, Steve Job] |
| 6 | domain name, identifier | variables | [Patient\_list, Make rof]  [Patient\_list, Make for] |
| 7 | method name, variable | method\_parameters | [Make\_Request, Make rof]  [Make\_Request, make for] |
| 8 | predicate | predicate\_labels | [For Patient] |
| 9 | predicate, variable | predicate\_paramenters | [For Patient, Make rof]  [For Patient, Make for] |
| 10 | method\_name,  predicate,  variable | method\_preconditions | [Make\_Request, For Patient, Make rof] |
| 11 | method\_name,  predicate,  variable,  state | method\_post\_condition | [Make\_Request, For Patient, Make rof, 0]  [Make\_Request, For Patient, Make for, 1] |
| 12 | asset\_name,  predicate,  variable\_name,  value | asset\_initial\_state | [Request\_Pathology, For Patient, Make rof, None] |
| 13 | asset\_name,  predicate\_label,  value | veis\_world\_states.world\_states | [Request\_Pathology, For Patient, None] |

## 

Case 11: Make a XRay request for a part of a patient. Note that it is a 1 parameter method, which requires a fake parameter is “Make rof: none”

|  |  |  |  |
| --- | --- | --- | --- |
| **Step** | **Insert** | **Into table** | **Examples** |
| 1 | asset name | asset | [Request\_XRay] |
| 2 | method name | activity\_methods | [Make\_XRay\_Request] |
| 3 | asset name, method name | asset\_methods | [Request\_XRay, Make\_XRay\_Request] |
| 4 | domain name | domain | [Patient\_part] |
| 5 | domain name, domain value | domain\_values | [Patient\_part, None]  [Patient\_part, Torso]  [Patient\_part, Head] |
| 6 | domain name, identifier | variables | [Patient\_part, Body part rof]  [Patient\_part, Body part for] |
| 7 | method name, variable | method\_parameters | [Make\_XRay\_Request, Body part rof]  [Make\_XRay\_Request, Body part for] |
| 8 | predicate | predicate\_labels | [Request For Body Part] |
| 9 | predicate, variable | predicate\_paramenters | [Request For Body Part, Body part rof]  [Request For Body Part, Body part for] |
| 10 | method\_name,  predicate,  variable | method\_preconditions | [Make\_XRay\_Request, Request For Body Part, Body part rof] |
| 11 | method\_name,  predicate,  variable,  state | method\_post\_condition | [Make\_XRay\_Request, Request For Body Part, Body part rof, 0]  [Make\_XRay\_Request, Request For Body Part, Body part for, 1] |
| 12 | asset\_name,  predicate,  variable\_name,  value | asset\_initial\_state | [Request\_XRay, Request For Body Part, Body part rof, None] |
| 13 | asset\_name,  predicate\_label,  value | veis\_world\_states.world\_states | [Request\_XRay, Request For Body Part, None] |

Case 15: Make a XRay approval for a part of a patient. Note that it is a 1 parameter method, which requires a fake parameter is “Approve rof: none”

|  |  |  |  |
| --- | --- | --- | --- |
| **Step** | **Insert** | **Into table** | **Examples** |
| 1 | asset name | asset | [Request\_XRay] |
| 2 | method name | activity\_methods | [Approve\_XRay\_Request] |
| 3 | asset name, method name | asset\_methods | [Request\_XRay, Approve\_XRay\_Request] |
| 4 | domain name | domain | [Patient\_part] |
| 5 | domain name, domain value | domain\_values | [Patient\_part, None]  [Patient\_part, Torso]  [Patient\_part, Head] |
| 6 | domain name, identifier | variables | [Patient\_part, Body part rof]  [Patient\_part, Body part for] |
| 7 | method name, variable | method\_parameters | [Approve\_XRay\_Request, Body part rof]  [Approve\_XRay\_Request, Body part for] |
| 8 | predicate | predicate\_labels | [Request Approved] |
| 9 | predicate, variable | predicate\_paramenters | [Request Approved, Body part rof]  [Request Approved, Body part for] |
| 10 | method\_name,  predicate,  variable | method\_preconditions | [Approve\_XRay\_Request, Request Approved, Body part rof] |
| 11 | method\_name,  predicate,  variable,  state | method\_post\_condition | [Approve\_XRay\_Request, Request Approved, Body part rof, 0]  [Approve\_XRay\_Request, Request Approved, Body part for, 1] |
| 12 | asset\_name,  predicate,  variable\_name,  value | asset\_initial\_state | [Request\_XRay, Request Approved, Body part rof, None] |
| 13 | asset\_name,  predicate\_label,  value | veis\_world\_states.world\_states | [Request\_XRay, Request Approved, None] |

Case 18: Move XRay Machine from middle to top

|  |  |  |  |
| --- | --- | --- | --- |
| **Step** | **Insert** | **Into table** | **Examples** |
| 1 | asset name | asset | [Machine\_XRay] |
| 2 | method name | activity\_methods | [Move\_XRayMachine] |
| 3 | asset name, method name | asset\_methods | [Machine\_XRay, Move\_XRayMachine] |
| 4 | domain name | domain | [XRay\_locations] |
| 5 | domain name, domain value | domain\_values | [XRay\_locations, XRay\_Middle]  [XRay\_locations, XRay\_Top] |
| 6 | domain name, identifier | variables | [XRay\_locations, XRay from]  [XRay\_locations, XRay to] |
| 7 | method name, variable | method\_parameters | [Move\_XRayMachine, XRay from]  [Move\_XRayMachine, XRay to] |
| 8 | predicate | predicate\_labels | [XRay\_At] |
| 9 | predicate, variable | predicate\_paramenters | [XRay\_At, XRay from]  [XRay\_At, XRay to] |
| 10 | method\_name,  predicate,  variable | method\_preconditions | [Move\_XRayMachine, XRay\_At, XRay from] |
| 11 | method\_name,  predicate,  variable,  state | method\_post\_condition | [Move\_XRayMachine, XRay\_At, XRay from, 0]  [Move\_XRayMachine, XRay\_At, XRay to, 1] |
| 12 | asset\_name,  predicate,  variable\_name,  value | asset\_initial\_state | [Machine\_XRay, XRay\_At, XRay From, XRay\_Top] |
| 13 | asset\_name,  predicate\_label,  value | veis\_world\_states.world\_states | [Machine\_XRay, XRay\_At, XRay\_Top] |

## 

## 

Case 19: Do XRay. Note that it is a 1 parameter method, which requires a fake parameter is “Body part rof: none”

|  |  |  |  |
| --- | --- | --- | --- |
| **Step** | **Insert** | **Into table** | **Examples** |
| 1 | asset name | asset | [Machine\_XRay] |
| 2 | method name | activity\_methods | [Do\_XRay] |
| 3 | asset name, method name | asset\_methods | [Machine\_XRay, Do\_XRay] |
| 4 | domain name | domain | [Patient\_part] |
| 5 | domain name, domain value | domain\_values | [Patient\_part, None]  [Patient\_part, Torso]  [Patient\_part, Head] |
| 6 | domain name, identifier | variables | [Patient\_part, Body part rof]  [Patient\_part, Body part for] |
| 7 | method name, variable | method\_parameters | [Do\_XRay, Body part rof]  [Do\_XRay, Body part for] |
| 8 | predicate | predicate\_labels | [XRay For Body Part] |
| 9 | predicate, variable | predicate\_paramenters | [XRay For Body Part, Body part rof]  [XRay For Body Part, Body part for] |
| 10 | method\_name,  predicate,  variable | method\_preconditions | [Do\_XRay, XRay For Body Part, Body part rof] |
| 11 | method\_name,  predicate,  variable,  state | method\_post\_condition | [Do\_XRay, XRay For Body Part, Body part rof, 0]  [Do\_XRay, XRay For Body Part, Body part for, 1] |
| 12 | asset\_name,  predicate,  variable\_name,  value | asset\_initial\_state | [Machine\_XRay, XRay For Body Part, Body part rof, None] |
| 13 | asset\_name,  predicate\_label,  value | veis\_world\_states.world\_states | [Machine\_XRay, XRay For Body Part, None] |

Case 22: Do report the XRay report to Pathology. Note that it is a 1 parameter method, which requires a fake parameter is “reportee from: none”

|  |  |  |  |
| --- | --- | --- | --- |
| **Step** | **Insert** | **Into table** | **Examples** |
| 1 | asset name | asset | [Report\_XRay] |
| 2 | method name | activity\_methods | [Add\_XRay\_Report] |
| 3 | asset name, method name | asset\_methods | [Report\_XRay, Add\_XRay\_Report] |
| 4 | domain name | domain | [Actor] |
| 5 | domain name, domain value | domain\_values | [Actor, Doctor]  [Actor, Nurse] |
| 6 | domain name, identifier | variables | [Actor, Reportee from]  [Actor, Reportee to] |
| 7 | method name, variable | method\_parameters | [Add\_XRay\_Report, Reportee from]  [Add\_XRay\_Report, Reportee to] |
| 8 | predicate | predicate\_labels | [XRay\_Report\_To] |
| 9 | predicate, variable | predicate\_paramenters | [XRay\_Report\_To, Reportee from]  [XRay\_Report\_To, Reportee to] |
| 10 | method\_name,  predicate,  variable | method\_preconditions | [Add\_XRay\_Report, XRay\_Report\_To, Reportee from] |
| 11 | method\_name,  predicate,  variable,  state | method\_post\_condition | [Add\_XRay\_Report, XRay\_Report\_To, Reportee from, 0]  [Add\_XRay\_Report, XRay\_Report\_To, Reportee to, 1] |
| 12 | asset\_name,  predicate,  variable\_name,  value | asset\_initial\_state | [Report\_XRay, XRay\_Report\_To, Reportee from, None] |
| 13 | asset\_name,  predicate\_label,  value | veis\_world\_states.world\_states | [Report\_XRay, XRay\_Report\_To, None] |

## 

Case 00: Move the coffee from the table to the machine

|  |  |  |  |
| --- | --- | --- | --- |
| **Step** | **Insert** | **Into table** | **Examples** |
| 1 | asset name | asset | [CoffeeCup] |
| 2 | method name | activity\_methods | [Move\_To] |
| 3 | asset name, method name | asset\_methods | [CoffeeCup, Move\_To] |
| 4 | domain name | domain | [CoffeePosition] |
| 5 | domain name, domain value | domain\_values | [CoffeePosition, Table]  [CoffeePosition, Machine] |
| 6 | domain name, identifier | variables | [CoffeePosition, Cup\_from]  [CoffeePosition, Cup\_to] |
| 7 | method name, variable | method\_parameters | [Move\_To, Cup\_from]  [Move\_To, Cup\_to] |
| 8 | predicate | predicate\_labels | [CoffeeMoveTo] |
| 9 | predicate, variable | predicate\_paramenters | [CoffeeMoveTo, Cup\_from]  [CoffeeMoveTo, Cup\_to] |
| 10 | method\_name,  predicate,  variable | method\_preconditions | [Move\_To, CoffeeMoveTo, Cup\_from] |
| 11 | method\_name,  predicate,  variable,  state | method\_post\_condition | [Move\_To, CoffeeMoveTo, Cup\_from, 0]  [Move\_To, CoffeeMoveTo, Cup\_to, 1] |
| 12 | asset\_name,  predicate,  variable\_name,  value | asset\_initial\_state | [CoffeeCup, CoffeeMoveTo, Cup\_from, Table] |
| 13 | asset\_name,  predicate\_label,  value | veis\_world\_states.world\_states | [CoffeeCup, CoffeeMoveTo, Table] |

## 

## 

Case 01: Fill the coffee cup from the machine

|  |  |  |  |
| --- | --- | --- | --- |
| **Step** | **Insert** | **Into table** | **Examples** |
| 1 | asset name | asset | [CoffeeCup] |
| 2 | method name | activity\_methods | [Fill\_Coffee] |
| 3 | asset name, method name | asset\_methods | [CoffeeCup, Fill\_Coffee] |
| 4 | domain name | domain | [CoffeeCupState] |
| 5 | domain name, domain value | domain\_values | [CoffeeCupState, Empty]  [CoffeeCupState, Coffee] |
| 6 | domain name, identifier | variables | [CoffeeCupState, Is]  [CoffeeCupState, IsFill] |
| 7 | method name, variable | method\_parameters | [Fill\_Coffee, Is]  [Fill\_Coffee, IsFill] |
| 8 | predicate | predicate\_labels | [CoffeeFill] |
| 9 | predicate, variable | predicate\_paramenters | [CoffeeFill, Is]  [CoffeeFill, IsFill] |
| 10 | method\_name,  predicate,  variable | method\_preconditions | [Fill\_Coffee, CoffeeFill, Is] |
| 11 | method\_name,  predicate,  variable,  state | method\_post\_condition | [Fill\_Coffee, CoffeeFill, Is, 0]  [Fill\_Coffee, CoffeeFill, IsFill, 1] |
| 12 | asset\_name,  predicate,  variable\_name,  value | asset\_initial\_state | [CoffeeCup, CoffeeFill, Is, Empty] |
| 13 | asset\_name,  predicate\_label,  value | veis\_world\_states.world\_states | [CoffeeCup, CoffeeFill, Empty] |

## 